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1. Постановка задачи

Написать программу, которая будет считывать и устанавливать время в часах реального времени. Считанное время должно выводиться на экран в удобночитаемой форме.

1. Используя аппаратное прерывание часов реального времени и режим генерации периодических прерываний реализовать функцию задержки с точностью в миллисекунды.
2. Используя аппаратное прерывания часов реального времени и режим будильника реализовать функции программируемого будильника.
3. Алгоритм

#### Перед установкой значений времени вызывается функция, которая считывает и анализирует старший байт регистра состояния 1 на предмет доступности значений для чтения и записи. Когда этот бит установлен в '0', отключается внутренний цикл обновления часов реального времени: для этого старший бит регистра состояния 2 устанавливается в '1'.

#### Считывание или запись значений времени происходит следующим образом: в порт 70h отправляется индекс регистра CMOS, соответствующий значению времени (секунды, часы и т. д.), затем происходит чтение значения из порта 71h (или запись значения в порт).

#### После установки значений времени вызывается функция, которая возобновляет внутренний цикл обновления часов реального времени.

#### Для реализации функции задержки заменён обработчик прерывания 0x70, в котором происходит отсчёт миллисекунд. Для включения периодического прерывания, происходящего примерно каждую миллисекунду, 6-й бит регистра B устанавливается в '1'.

1. Листинг программы

Далее приведен листинг программы, реализующей все поставленные задачи.

#include <dos.h> // Подключаем заголовочный файл для работы с функциями DOS

#include <stdio.h> // Подключаем стандартную библиотеку ввода-вывода

#include <stdlib.h> // Подключаем стандартную библиотеку функций общего назначения

#include <conio.h> // Подключаем заголовочный файл для работы с консольным вводом-выводом

#include <io.h> // Подключаем заголовочный файл для работы с функциями ввода-вывода

#include <windows.h> // Подключаем заголовочный файл для работы с функциями Windows API

unsigned int delayTime = 0; // Объявляем переменную для хранения времени задержки

unsigned int delayMs; // Объявляем переменную для хранения задержки в миллисекундах

unsigned int date[6]; // Объявляем массив для хранения времени и даты

unsigned int dateReg[] = { 0x00, 0x02, 0x04, 0x07, 0x08, 0x09 }; // Значения регистров для чтения времени и даты

void interrupt(\*oldDelay)(...); // Объявляем указатель на прерывание для старого обработчика задержки

void interrupt(\*oldAlarm) (...); // Объявляем указатель на прерывание для старого обработчика будильника

void showTime(); // Прототип функции вывода времени

void setTime(); // Прототип функции установки времени

void delay(); // Прототип функции задержки

void setAlarm(); // Прототип функции установки будильника

void inputTime(int); // Прототип функции ввода времени

unsigned char todec(int); // Прототип функции перевода из BCD в десятичное

unsigned char tobcd(int); // Прототип функции перевода из десятичного в BCD

void changeFreqency(); // Прототип функции изменения частоты

unsigned char todec(int val) // Функция перевода из BCD в десятичное

{

return (unsigned char)((val / 16 \* 10) + (val % 16)); // Выполняем перевод и возвращаем результат

}

unsigned char tobcd(int val) // Функция перевода из десятичного в BCD

{

return (unsigned char)((val / 10 \* 16) + (val % 10)); // Выполняем перевод и возвращаем результат

}

void interrupt newDelay(...) // Обработчик прерывания для новой задержки

{

delayTime++; // Увеличиваем счетчик времени задержки

outp(0x70, 0x0C); // Записываем команду в регистр C

inp(0x71); // Считываем значение из регистра C

outp(0x20, 0x20); // Записываем команду в мастер-контроллер прерываний

outp(0xA0, 0x20); // Записываем команду в ведомый контроллер прерываний

if (delayTime == delayMs) // Проверяем, достигнута ли заданная задержка

{

puts("Delay's end"); // Выводим сообщение о завершении задержки

disable(); // Отключаем прерывания

setvect(0x70, oldDelay); // Восстанавливаем старый обработчик прерывания

enable(); // Включаем прерывания

outp(0x70, 0x0B); // Записываем команду в регистр A

outp(0x71, inp(0x71) & 0xBF); // Устанавливаем бит для разрешения прерывания таймера

}

}

void interrupt newAlarm(...) // Обработчик прерывания для нового будильника

{

puts("Alarm"); // Выводим сообщение о срабатывании будильника

outp(0x70, 0x0C); // Записываем команду в регистр A

inp(0x71); // Считываем значение из регистра B

outp(0x20, 0x20); // Записываем команду в мастер-контроллер прерываний

outp(0xA0, 0x20); // Записываем команду в ведомый контроллер прерываний

disable(); // Отключаем прерывания

setvect(0x70, oldAlarm); // Восстанавливаем старый обработчик прерывания

enable(); // Включаем прерывания

outp(0x70, 0x0B); // Записываем команду в регистр B

outp(0x71, inp(0x71) & 0xDF); // Устанавливаем бит для разрешения прерывания будильника (5 бит в 1)

}

int main() // Основная функция программы

{

while (1) { // Бесконечный цикл для вывода меню и обработки ввода

printf("1 - Time\n"); // Выводим пункт меню для отображения времени

printf("2 - Set time\n"); // Выводим пункт меню для установки времени

printf("3 - Set alarm\n"); // Выводим пункт меню для установки будильника

printf("4 - Set delay\n"); // Выводим пункт меню для установки задержки

printf("5 - Set freq\n"); // Выводим пункт меню для установки частоты

printf("e - Exit\n\n"); // Выводим пункт меню для выхода из программы

switch (getch()) { // Получаем ввод пользователя

case '1': // Если введен '1'

showTime(); // Выводим текущее время

break; // Завершаем выполнение switch

case '2': // Если введен '2'

setTime(); // Запускаем процесс установки времени

break; // Завершаем выполнение switch

case '3': // Если введен '3'

setAlarm(); // Запускаем процесс установки будильника

break; // Завершаем выполнение switch

case '4': // Если введен '4'

fflush(stdin); // Очищаем входной поток

printf("Input delay (ms): "); // Запрашиваем задержку в миллисекундах

scanf("%u", &delayMs); // Считываем задержку

delay(); // Задерживаем выполнение программы на указанное время

break; // Завершаем выполнение switch

case '5': // Если введен '5'

changeFreqency(); // Запускаем процесс изменения частоты

break; // Завершаем выполнение switch

case 'e': // Если введен 'e'

printf("\n\n"); // Печатаем пустые строки для отделения от предыдущего вывода

return 0; // Завершаем выполнение программы

default: // В случае ввода любого другого символа

printf("\n\n"); // Печатаем пустые строки для отделения от предыдущего вывода

break; // Завершаем выполнение switch

}

}

}

void showTime() // Функция для вывода текущего времени и даты

{

int i = 0; // Объявляем и инициализируем переменную для использования в цикле

for ( i = 0; i < 3; i++) // Цикл для вывода времени

{

outp(0x70, dateReg[i]); // Устанавливаем номер регистра часов

printf("%02d:", todec(inp(0x71))); // Выводим значение времени из регистра

}

printf("\n"); // Переходим на новую строку

for (i = 3; i < 6; i++) // Цикл для вывода даты

{

outp(0x70, dateReg[i]); // Устанавливаем номер регистра даты

printf("%02d.", todec(inp(0x71))); // Выводим значение даты из регистра

}

}

void setTime() // Функция для установки времени и даты

{

int a =1; // Объявляем и инициализируем переменную, указывающую, что устанавливается время

inputTime(a); // Запускаем функцию ввода времени и даты пользователем

disable(); // Отключаем прерывания

outp(0x70, 0x0A); // Устанавливаем команду для чтения состояния регистра A

do // Запускаем цикл проверки готовности регистра

{

a = inp(0x71) & 0x80; // Считываем 8-й бит регистра A

} while (a == 1); // Цикл повторяется, пока 8-й бит не станет равен 0

outp(0x70, 0x0B); // Устанавливаем команду для записи в регистр состояния 2

outp(0x71, inp(0x71) | 0x80); // Устанавливаем 8-й бит в 1 для разрешения записи

for (int i = 0; i < 6; i++) // Цикл записи времени и даты в регистры

{

outp(0x70, dateReg[i]); // Устанавливаем номер регистра

outp(0x71, date[i]); // Записываем соответствующее значение времени или даты

}

outp(0x70, 0x0B); // Устанавливаем команду для записи в регистр состояния 2

outp(0x71, inp(0x71) & 0x7F); // Сбрасываем 8-й бит в 0 для блокировки записи

enable(); // Включаем прерывания

printf("\nnew time\n"); // Выводим сообщение о успешном изменении времени и даты

showTime(); // Выводим новое время и дату

}

void inputTime(int a)

{

int n;

if(a==1){

do {

fflush(stdin);

printf("Year: ");

} while (scanf("%d", &n) != 1 || n > 99 || n < 0);

date[5] = tobcd(n);

do {

fflush(stdin);

printf("Month: ");

} while (scanf("%d", &n) != 1 || n > 59 || n < 0);

date[4] = tobcd(n);

do {

fflush(stdin);

printf("Day: ");

} while (scanf("%d", &n) != 1 || n > 30 || n < 0);

date[3] = tobcd(n);

}

do {

fflush(stdin);

printf("Hours: ");

} while ((scanf("%d", &n) != 1 || n > 23 || n < 0));

date[2] = tobcd(n);

do {

fflush(stdin);

printf("Minutes: ");

} while (scanf("%d", &n) != 1 || n > 59 || n < 0);

date[1] = tobcd(n);

do {

fflush(stdin);

printf("Seconds: ");

} while (scanf("%d", &n) != 1 || n > 59 || n < 0);

date[0] = tobcd(n);

}

void delay() // Функция для создания задержки в миллисекундах

{

delayTime = 0; // Устанавливаем начальное значение времени задержки

disable(); // Отключаем прерывания

oldDelay = getvect(0x70); // Сохраняем текущий обработчик прерывания

setvect(0x70, newDelay); // Устанавливаем новый обработчик прерывания

outp(0xA1, (inp(0xA0) & 0xFE)); // Разрешаем прерывания

enable(); // Включаем прерывания

outp(0x70, 0x0B); // Выбираем регистр состояния 2

outp(0x71, inp(0x71) | 0x40); // Устанавливаем бит разрешения обновления часовых данных (8 бит в 1)

return; // Возвращаемся

}

void setAlarm() // Функция для установки будильника

{

unsigned int alarmReg[] = { 0x01, 0x03, 0x05 }; // Массив регистров для установки времени будильника

int a = 0; // Переменная для определения типа установки времени (0 - необходимо ввести новое время)

inputTime(a); // Ввод времени для будильника

disable(); // Отключаем прерывания

oldAlarm = getvect(0x70); // Сохраняем текущий обработчик прерывания будильника

setvect(0x70, newAlarm); // Устанавливаем новый обработчик прерывания будильника

outp(0xA1, (inp(0xA0) & 0xFE)); // Разрешаем прерывания будильника

do // Запускаем цикл ожидания, пока часы не будут сброшены

{

outp(0x70, 0x0A); // Выбираем регистр состояния 1

} while (inp(0x71) >> 7); // Повторяем, пока бит сброса часов не станет равен 0

for (int i = 0; i < 3; i++) // Цикл установки времени будильника в регистры

{

outp(0x70, alarmReg[i]); // Выбираем соответствующий регистр

outp(0x71, date[i]); // Записываем значение времени в соответствующий регистр

}

enable(); // Включаем прерывания

outp(0x70, 0x0B); // Выбираем регистр состояния 2

outp(0x71, inp(0x71) | 0x20); // Устанавливаем бит разрешения прерывания будильника

printf("Alarm enable in: \n\n"); // Выводим сообщение о включении будильника

for (int k = 0; k < 3; k++) // Цикл вывода времени будильника

{

printf("%02d:", date[k]); // Печатаем значение времени

}

printf("\n"); // Переходим на новую строку

}

void changeFreqency() // Функция для изменения частоты

{

int freq; // Переменная для хранения значения частоты

int q; // Переменная для выбора частоты пользователем

int bin; // Переменная для хранения битового представления регистра

puts("set freq:"); // Выводим сообщение о выборе частоты

puts("1 - 2 hertz"); // Выводим варианты частоты

puts("2 - 4 hertz");

puts("3 - 8 hertz");

puts("4 - 16 hertz");

puts("5 - 32 hertz");

puts("6 - 64 hertz");

puts("7 - 128 hertz");

puts("8 - 256 hertz");

puts("9 - 512 hertz");

puts("10 - 1024 hertz");

puts("11 - 2048 hertz");

puts("12 - 4096 hertz");

puts("13 - 8192 hertz");

scanf("%d", &q); // Считываем выбор пользователя

freq = 0x0F - q + 1; // Вычисляем значение частоты

outp(0x70, 0x0A); // Выбираем регистр A

bin = inp(0x71); // Считываем текущее значение регистра

printf("before =%X= \n", bin); // Выводим текущее значение регистра

outp(0x70, 0x0A); // Выбираем регистр A

outp(0x71, (inp(0x71) & 0x1F) | 0x80); // Устанавливаем старший бит делителя частоты в 1

outp(0x70, 0x0A); // Выбираем регистр A

outp(0x71, (inp(0x71) & 0xE0) | freq); // Устанавливаем младшие биты делителя частоты

outp(0x70, 0x0A); // Выбираем регистр A

bin = inp(0x71); // Считываем текущее значение регистра

printf("\nAfter =%X= \n", bin); // Выводим значение регистра после изменения

}

1. Тестирование программы
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Рисунок 4.1 — Меню пользователя.

![](data:image/png;base64,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)

Рисунок 4.2 — Вывод текущего времени
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Рисунок 4.3 — Вывод задержки времени.